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Abstract
The CIAO (Cooperative Interaction Automata Objects) specification language is intended to describe the behavior of distributed and parallel event-driven systems. This class of systems includes various software and hardware systems for control, monitoring, data collection, and processing. The ability to verify compliance with requirements is desirable competitive advantage for such systems. The CIAO language extends the concept of state machines of the UML (Unified Modeling Language) with the possibility of cooperative interaction of several automata through strictly defined interfaces. The cooperative interaction of automata objects is defined by a link scheme that defines how the provided and required interfaces of different automata objects are connected. Thus, the behavior of the system as a whole could be described as a set of execution protocols, each of which is a sequence of interface method calls. Because the interfaces are strictly defined in advance by the connection scheme, it is possible to construct a semantic graph automatically according to a given system of interacting automata objects. To verify the system behavior, one only has to check if each path in the semantic graph does satisfy the requirements. System requirements are formally described using conditional regular expressions that define patterns of acceptable and forbidden behavior. This article proposes methods and algorithms that allow you to check the compliance of programs in the CIAO language with the requirements automatically and, thereby, check the semantics of the developed program. The proposed method narrows the specification formalism to the class of regular languages and the programming language to a language with a simple and predefined structure. In many practical cases, this is sufficient for effective verification.
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Верификация событийно-управляемых программных систем с использованием языка спецификации взаимодействующих автоматных объектов
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Аннотация
Введение. Язык спецификации Cooperative Interaction Automata Objects (CIAO) предназначен для описания поведения распределенных и параллельных систем, управляемых событиями. К этому классу систем относятся различные программно-аппаратные комплексы управления, контроля, сбора и обработки данных. Возможность автоматической проверки соответствия требованиям является желательным конкурентным преимуществом событийно-управляемых программных систем. Язык CIAO расширяет концепцию конечных автоматов (Unified Modeling Language, UML) возможностью кооперативного взаимодействия нескольких автоматов через строго определенные интерфейсы. Кооперативное взаимодействие автоматных объектов определяется схемой связи, которая связывает предоставленные и требуемые интерфейсы различных автоматных объектов. Таким образом, поведение системы в целом можно описать как набор протоколов выполнения, каждый из которых представляет собой последовательность вызовов интерфейса, возможно со сторожевыми условиями.

Метод. Представлен набор протоколов с помощью семантического графа, в котором все возможные пути от начальных к конечным узлам определены последовательностью вызовов методов интерфейса. Благодаря тому, что интерфейсы заранее строго определены схемой связи, возможно автоматическое построение семантического графа по заданной системе взаимодействующих автоматных объектов. Для проверки поведения системы достаточно убедиться, что каждый путь в семантическом графе удовлетворяет требованиям. Системные требования формально описаны с помощью условных регулярных выражений, определяющих шаблоны допустимого и запрещенного поведения.

Основные результаты. Предложены методы и алгоритмы, позволяющие автоматически проверить соответствие программ на языке CIAO заданным требованиям.

Обсуждение. Разработанный метод сужает формализм для задания спецификаций до класса регулярных языков, а язык программирования — до языка с простой и предопределенной структурой. Во многих практических случаях этого достаточно для эффективной верификации.
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Introduction

Event-driven programs, otherwise called discrete reactive systems [1, 2], are often found in the tasks of control, monitoring, data collection, and processing. An event-driven system responds to emerging events (stimuli) by performing certain actions (reactions). Such systems are often classified as critical systems [3, 4] for which the formulation of requirements and verification of compliance with the requirements are nontrivial tasks. Ordinary verbal formulations and selective testing are not enough for critical systems, and the use of formal verification methods [2, 5] is necessary.

At the same time, for event-driven systems, it is not enough to specify a logical precondition that must be met before starting work and a logical postcondition that must be met because of the implementation of a certain sequence of events/actions, since the same set of actions can be performed both in permissible sequence and in an undesirable forbidden sequence.

Thus, the formal requirements for the systems of the class under consideration must be set in the form...
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of a description of both admissible and inadmissible sequences of events/actions. Various methods are known for the formal description of a set of sequences which vary depending on how diverse the elements of the sequences are and how complex the sequences are organized.

In this case, elementary events/actions can be interpreted as symbols of a finite alphabet, sequences of actions can be interpreted as words in this alphabet, and in this case, formal requirements put some language in a given alphabet [6].

The purpose of this article is to present methods and algorithms that allow for a certain class of reactive systems, namely for systems described in the Cooperative Interaction Automata Objects (CIAO) language [7, 8], to build a formal description of a set of sequences of actions (a set of possible execution protocols) in a form very close to conditional regular expressions [9] automatically.

The application of the CIAO specification language for building event-driven systems

The practical application of the CIAO language in the field of creating control and data processing systems has shown good results, in particular, a high degree of reliability of software created using this language [10]. The CIAO language is based on the use of state transition graphs to describe the behavior of reactive systems, and Unified Modeling Language state machine diagrams [11] are used as transition graphs extended with additional constructions and conventions to increase the expressive power of the language. The most significant innovation of the CIAO language is, on the one hand, the multiplicity of interacting automatа objects and, on the other hand, the strict typing of interaction interfaces.

In the article [8], we considered the use of the CIAO language for building control systems using the example of the elevator control problem described by D. Knuth [12]. In this problem, the actions that the elevator can perform, the conditions that the control algorithm can check, and the requirements that the control algorithm must satisfy are specified. Because of applying the technique described in the article [8], the specification of the elevator control algorithm in the CIAO language was obtained, as shown in Fig. 1.

Here \( x \) is the number of the starting floor, \( y \) is the number of the target floor, \( t_1 \) is the maximum waiting time for the passenger to start service, \( t_2 \) is the maximum waiting time for the elevator to enter the passenger.

This specification contains states, events, actions, and guard conditions. Abbreviated identifiers according to the approach proposed in [13] accompanied by short descriptions are given in Table 1.

In article [8], the requirements for the control system are formulated as follows.
1. All requests to move to the floors inside the elevator must be serviced.
2. All elevator call requests from floors must be serviced.

In the article [8], it is also shown how the specification in Fig. 1 guarantees the fulfillment of requirements 1 and 2. Here we go further.

When developing critical systems, it is necessary to be able to verify compliance with requirements at all stages of development, including the ability to change requirements if necessary or to incorporate new requirements into an existing system. Consider, for example, the following additional requirement.
3. If there is a passenger in the elevator car, the light must be turned on.

In the following sections, we show how this new additional requirement can be verified.

Fig. 1. Specification of elevator control system in CIAO language
The description of the semantics for reactive systems

The basis of the proposed verification methods is the use of the technique of formal description of languages.

In these notations and conventions, elementary actions are symbols of some alphabet (in this example, the symbols of the alphabet are listed in the first column ID of Table 1). Thus, the program execution protocol is a word in a given alphabet, and the entire set of protocols, that is, the semantics of the program, is a language over this alphabet.

In terms of formal languages, the requirements for the system are expressed as some statements about the structure of the words of the language that define the semantics. It is most convenient to set the structure of words using a regular expression, and then checking compliance with the requirements is reduced to the problem of parsing [14].

Let us explain what has been said with an example. In the notation of Table 1, we introduce the event/action class $zz$, which includes all actions except $z2$, $z3$, $z4$, and $ez5$. Then, requirement 3 is written as the following regular expression (where $^*$ denotes the Kleene iteration, as usual).

$$(zz)^*, z2, ez5, ((zz)^*, z4, (zz)^*, ez5, (zz)^*)^*, z4, z3. \ (1)$$

In fact, requirement 3 means that the actions of turning on/off the light and entering/exiting the passenger must always be performed strictly in the specified sequence relative to each other and nothing else.

The fulfillment of the requirements described in this way is easily established by the algorithm for checking that each instance of the program execution protocol conforms to the regular language specified by the regular expression (1). Therefore, we assume that the requirements for the system are specified by a set of regular expressions, possibly with guard conditions, and the system itself is specified by a set of transition graphs in the CIAO language. The arcs of this transition graph are marked by events/actions which are considered as symbols of regular expressions.

Algorithm for automatic verification of semantics

Verification of compliance with the requirements for a given system in the CIAO language is carried out in three stages.

At the first stage, according to the given transition graphs of interacting automata objects and link scheme, a single graph is built, which is similar to a language source graph [15]. This source graph actually defines the semantics of the program, so we call it the semantic graph. The nodes in this graph correspond to events/actions, and the arcs can be labeled with guard conditions.

The graph turns out to be single since the action in one graph of transitions through the corresponding interface is unified with the event in another graph of transitions. The paths in the constructed graph correspond to the system execution protocols, that is, the words of the language of the semantics being verified. Fig. 2 shows a semantic graph for an elevator control system.

<table>
<thead>
<tr>
<th>ID</th>
<th>Name</th>
<th>Kind</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>e1</td>
<td>intention</td>
<td>Event</td>
<td>The passenger had the idea to take the elevator from floor $x$ to floor $y$</td>
</tr>
<tr>
<td>e2</td>
<td>reject</td>
<td>Event</td>
<td>The passenger changed his mind about taking the elevator</td>
</tr>
<tr>
<td>e3</td>
<td>where</td>
<td>Event</td>
<td>The passenger has decided which floor he should get to</td>
</tr>
<tr>
<td>ez1</td>
<td>call ($x$)</td>
<td>Event/Action</td>
<td>The passenger presses the elevator call button on floor $x$</td>
</tr>
<tr>
<td>ez2</td>
<td>goto ($y$)</td>
<td>Event/Action</td>
<td>The passenger in the elevator cabin presses the departure button to floor $y$</td>
</tr>
<tr>
<td>ez3</td>
<td>getin</td>
<td>Event/Action</td>
<td>The passenger enters the elevator</td>
</tr>
<tr>
<td>ez4</td>
<td>getout</td>
<td>Event/Action</td>
<td>The passenger exits the elevator</td>
</tr>
<tr>
<td>ez5</td>
<td>open ($x$)</td>
<td>Event/Action</td>
<td>Open elevator and shaft doors on floor $x$</td>
</tr>
<tr>
<td>z1</td>
<td>move</td>
<td>Action</td>
<td>Move the elevator to floor $x$</td>
</tr>
<tr>
<td>z2</td>
<td>lighton</td>
<td>Action</td>
<td>Switch the lights on</td>
</tr>
<tr>
<td>z3</td>
<td>lightoff</td>
<td>Action</td>
<td>Switch the lights off</td>
</tr>
<tr>
<td>z4</td>
<td>close</td>
<td>Action</td>
<td>Close the doors of the elevator car and the doors of the shaft on floor $x$</td>
</tr>
<tr>
<td>c1</td>
<td>want</td>
<td>Guard</td>
<td>The passenger wants to use the elevator</td>
</tr>
<tr>
<td>c2</td>
<td>floor $= x$</td>
<td>Guard</td>
<td>The elevator is on floor $x$</td>
</tr>
<tr>
<td>s1</td>
<td>Out</td>
<td>State</td>
<td>The passenger is outside the elevator car</td>
</tr>
<tr>
<td>s2</td>
<td>In</td>
<td>State</td>
<td>The passenger is in the elevator car, the doors are open, and the elevator is stopped</td>
</tr>
<tr>
<td>s3</td>
<td>Closed</td>
<td>State</td>
<td>The passenger is in the elevator car, the doors are closed, and the elevator is moving</td>
</tr>
<tr>
<td>s4</td>
<td>Idle</td>
<td>State</td>
<td>The elevator is idle, the doors are closed, and the lights are off</td>
</tr>
<tr>
<td>s5</td>
<td>Ready</td>
<td>State</td>
<td>The elevator is ready for service, the doors are open, and the lights are on</td>
</tr>
<tr>
<td>s6</td>
<td>Busy</td>
<td>State</td>
<td>The elevator is serving a passenger, the doors are closed, the lights are on, and the elevator is moving</td>
</tr>
</tbody>
</table>

Table 1. States, Events, Actions and Guard Conditions IDs and descriptions
In the second stage, conditional regular expressions from the graph that describe the language of the semantics of the system being verified are constructed. If the language of semantics turns out to be regular (which is often encountered in practice, for example, in communication protocols [16]), then the proposed methods turn out to be universal and allow one to extract a regular expression describing the semantics of a program directly from a given program in the CIAO language automatically.

If the semantic language of the program being checked is not regular, then it is impossible to obtain a single regular expression, but it is possible to obtain a certain set of expressions provided by guard conditions. We can say that the behavior of the program as a whole can be described as a set of several descriptions of the behavior of the program in special “modes”, each mode being characterized by its own guard condition. The division of the program into different modes of operation is not automatic, but is determined by the programmer in the CIAO language when setting guard conditions. In this example, the following conditional regular expression is obtained, matching the bold path in the semantic graph in Fig. 2.

$$ez1, [c2], z2, ez5, [!c1], z4, z3.$$  (2)

At the third stage, it is necessary to match the requirements given by the templates with the regular expressions obtained at the second stage. The matching consists of checking that the received regular expressions describing the semantics (paths from the initial node to the final one in the semantic graph) really have the structure prescribed by the requirements templates. For example, it is easy to check that the resulting regular expression (2) is indeed a special case of pattern (1), which means that the introduced requirement 3 is satisfied.

**Discussion and conclusion**

Thus, if the terms of reference for a responsible reactive system are described in terms of acceptable and unacceptable sequences of elementary actions using conditional regular expressions, i.e., the desired and undesirable behavior is indicated, then the proposed methods allow, without testing, a mathematically strict check of the compliance of the developed system in the CIAO language to the requirements specified automatically.

Last but not least, this is the positioning of the proposed semantic verification method by constructing a semantic graph among other verification methods. When comparing verification methods, it is necessary to consider two significant factors that affect the theoretical significance and practical applicability of the methods. First, what is the expressive power of the formalism used for the specification? The more powerful the formalism used; more complex requirements may be specified in the specification. Second, what is the expressive power of the programming language being used? The more powerful the language used, the wider the class of automatically checked programs.

In his outstanding book [17], Dijkstra developed the method of predicate transformers which is in fact a full-scale verification. This method is, in a certain sense, extremely general, since Dijkstra’s Guarded Command Language is Turing complete, and the first-order predicate calculus language is sufficient in all reasonable cases, according to David Hilbert. However, subsequent studies have shown that the method of predicate transformers cannot be completely automated because the verification problem turns out to be algorithmically unsolvable if the power of the specification language is not limited and the power of the programming language is not unlimited.

The next step was the development of a family of methods for model checking [2], among which, as applied to automaton programs, work [5] stands out. Model checking allows automation by using temporal logic languages for the specification and application of automaton models as programs to be verified. These restrictions make it possible to narrow the verification problem to an algorithmically solvable one. However, in the model checking method, both the class of specifications and the class of automaton models are still very wide, and therefore, the automatic verification methods turn out to be computationally laborious.

In the proposed verification method, the specification formalism is narrowed down to a well-studied class of regular languages, and the programming language is narrowed down to the CIAO language, programs in which have a very simple and predefined structure. Due to this narrowing, it was possible to construct an efficient algorithm for automatic verification. In fact, this algorithm automatically checks whether the program performs some actions in a given order or does not perform some other actions in a forbidden order. No more, but no less. If we carefully structure the required behavior into elementary actions and translate informal requirements into conditional
regular expressions, then in many practical cases the proposed limited means will be sufficient for effective verification. The main intellectual effort in automatic programming according to this method is required in the formalization of informal specifications, in full accordance with a recent letter from Prof. A.A. Shalyto [18].
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